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ABSTRACT
This paper introduces Agile Software Quality Function Deployment. It represents an evolutionary development of dynamic Software QFD models, like Continuous QFD, with regard to the application within agile software development. The proposal for Agile Software QFD is characterized by the embedding in the agile iteration cycle and distinct methodological features such as the incrementally growing prioritization matrix and the priority map. It is based on and evaluated against 27 design requirements on agile Requirements Engineering which are derived from the principles and values of agile software development, the handling of requirements in agile development models and empirical sources of agile Requirements Engineering. Both agile software development and Software QFD benefit from Agile Software QFD: it is the expression of a truly business value oriented, agile requirements engineering embedding QFD in an iterative and incremental development process.
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1. INTRODUCTION
The way to use software and the consequences of using it cannot be predicted reliably. Together with the constant and rapid development of the applied technologies this has led to the fact that there is no longer a question of whether or not there will be changes in requirements. They always exist. Agile software development has emerged directly in response to this unstable and turbulent business world. Inherent component of agile software development in increments is the evaluation and prioritization of requirements as part of Requirements Engineering activities. This task of focusing development activities in the early phases of software development is the domain of Software QFD. Software QFD represents a variant of Quality Function Deployment (QFD) for the development of software products.

Both Software QFD and agile development methods define the customer's satisfaction as the top maxim for their doing. And although Software QFD has its strength in the transformation of customer needs into prioritized product requirements, its integration with agile development methods has not yet taken place. A current comprehensive analysis of Software QFD literature underpins this fact [14]. The question as to whether Software QFD will play an important role in agile surroundings or be of decreasing relevance is currently open.

This paper introduces Agile Software QFD as an evolutionary approach to Software QFD. In particular Agile Software QFD represents a further development of dynamic Software QFD models like the so-called Continuous QFD [11, 13] with regard to the application within agile contexts. The focus of this paper is on the methodical description of the artefacts of Agile Software QFD rather than their well-founded deduction and practical evaluation. The latter can both be found in detail in [24]. After an introduction to agile software development fundamentals and basic practices of agile Requirements Engineering (section 2) the techniques and methodological features of Agile Software QFD are presented (section 3). Section 4 gives an overview of the comparison of Agile Software QFD with common agile Requirements Engineering practice as well as existing Software QFD models based on certain evaluation criteria. The paper ends with some few concluding remarks regarding possible future work (section 5).
2. AGILE SOFTWARE DEVELOPMENT

Over the past few years, the agile development paradigm has become the standard way of work in many software development projects. In a current study, more than 60% of 368 IT managers consider Scrum, the most widespread agile development model (3 out of 4 agile applications are related to Scrum [31]), to be central to their daily work, a further 25% use Scrum among other methods [19]. Constituent to the agile paradigm in software development are the values and principles mentioned in the Agile Manifesto [5]. Only if methods base on these values and principles they are regarded as agile [2]. Thus, section 2.1 briefly describes these origins of agile development before in section 2.2 and 2.3 the basic agile development cycle and core concepts of agile Requirements Engineering are presented. Altogether these concepts form the framework for an Agile Software QFD to fit in.

2.1 Core ideas and origin of agile software development

In software engineering, agility is directly associated with the agile paradigm that has developed around the turn of the millennium. It emerged as a reaction to the constantly changing, increasingly unstable and turbulent business world. The times of deterministic, sequential development processes, in which the requirements are frozen at the beginning of the development and changes in requirements are only treated as exceptions, were things of the past. Requirements change in every case, and thus ways have to be found to deal efficiently with these changes. Agility stands here for the ability to handle these changes efficiently, aiming at a kind of balance between structuring and flexibility. As such there is no ONE agile software development model. The term is generally understood as an umbrella for methods and techniques, which are based on the values and principles of agility and the agile manifest [2].

These values and principles have remained unchanged to the present day. For methods as well as for humans they represent the main indicator of their “degree of agility”. The Agile Manifesto has been launched by practitioners: “We are uncovering better ways of developing software by doing it and helping others do it.” [2] In this sense, e.g. Scrum represents a framework that has emerged from successful work in practice and has gained resp. continues to gain knowledge from experience [25, 26, 27]. On the basis of their experience, the authors defined four guiding principles in which they juxtapose possible values of software development (Table 1).

Table 1: Guiding principles of the agile manifesto [2]

<table>
<thead>
<tr>
<th>General principles of the agile manifesto</th>
<th>Highly appreciated values</th>
<th>Less appreciated values</th>
</tr>
</thead>
<tbody>
<tr>
<td>Individuals and interactions</td>
<td>are / is more important than</td>
<td>Processes and tools</td>
</tr>
<tr>
<td>Working software</td>
<td></td>
<td>Comprehensive documentation</td>
</tr>
<tr>
<td>Customer collaboration</td>
<td></td>
<td>Contract negotiation</td>
</tr>
<tr>
<td>Responding to change</td>
<td></td>
<td>Following a plan</td>
</tr>
</tbody>
</table>

The founders emphasize that the values on the right side possess significance. However, they consider the values on the left side for an agile software development as more worthwhile. Compulsory procedures and methods, extensive documentation, elaborated contracts and plans are not an end in themselves. They have to demonstrate their usefulness in real settings. When challenges change, problems need to be solved quickly, or other things alter the original situation, the team should react adequately [16]. In this sense, the methods and techniques described in the agile models do not reflect any strict rules to be observed, but they provide a flexible framework in which the abilities and creativity of individuals can unfold. The assumption is that simple, clear rules stimulate intelligent, innovative behavior, whereas complicated rules tend to lead to simple, less creative behavior (so-called “generative rules” [15, pp. 183-187]).

In order to strengthen these demands for more self-determination and freedom, the authors of the Agile Manifesto formulated 12 principles which concretize the stated values (Table 2).
Table 2: Principles of the Agile Manifesto [5]

<table>
<thead>
<tr>
<th>12 Principles of the Agile Manifesto</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Our highest priority is to satisfy the customer through early and continuous delivery of valuable software.</td>
</tr>
<tr>
<td>2. Welcome changing requirements, even late in development. Agile processes harness change for the customer's competitive advantage.</td>
</tr>
<tr>
<td>3. Deliver working software frequently, from a couple of weeks to a couple of months, with a preference to the shorter timescale.</td>
</tr>
<tr>
<td>4. Business people and developers must work together daily throughout the project.</td>
</tr>
<tr>
<td>5. Build projects around motivated individuals. Give them the environment and support they need, and trust them to get the job done.</td>
</tr>
<tr>
<td>6. The most efficient and effective method of conveying information to and within a development team is face-to-face conversation.</td>
</tr>
<tr>
<td>7. Working software is the primary measure of progress.</td>
</tr>
<tr>
<td>8. Agile processes promote sustainable development. The sponsors, developers, and users should be able to maintain a constant pace indefinitely.</td>
</tr>
<tr>
<td>9. Continuous attention to technical excellence and good design enhances agility.</td>
</tr>
<tr>
<td>10. Simplicity - the art of maximizing the amount of work not done - is essential.</td>
</tr>
<tr>
<td>11. The best architectures, requirements, and designs emerge from self-organizing teams.</td>
</tr>
<tr>
<td>12. At regular intervals, the team reflects on how to become more effective, then tunes and adjusts its behavior accordingly.</td>
</tr>
</tbody>
</table>

A more precise definition of agile software development on the basis of the agile manifesto will be always incomplete, since not all principles and values can be packed into one compact phrase. Therefore many authors shy away from this task, the definition is made through the Manifesto. However, the International Standards Organization (ISO) cannot duck out of a definition:

“Agile development (is a) software development approach based on iterative development, frequent inspection and adaptation, and incremental deliveries, in which requirements and solutions evolve through collaboration in cross-functional teams and through continuous stakeholder feedback.” (ISO 26515, [17])

2.2 Basic agile development cycle

According to the agile principles for continuous delivery of software (principles 1 and 3), an iterative approach in short cycles (often called “sprints” like in Scrum) is used where the product grows incrementally. However, just as there is no ONE agile development model, there doesn’t exist the one and only agile software development process. Such a prescription would completely contradict the agile values of self-determination and flexibility. Nevertheless some agile best practices can be identified which are applied in more than 70% of all agile projects [30, 31]:

- Use of so-called “user stories” (in the sense of product requirements) as elements of the so-called (prioritized) “product backlog”. These user stories are regularly analyzed and a distinct amount of them is selected for implementation within the next iteration (sprint backlog).
- Daily short (maximum 15 minutes) status meeting of the team to inform about each individuals work progress (so-called daily stand-up meeting, daily scrum).
- Review of the iteration results by demonstrating the implemented new or modified functionalities of the software to the team and/or stakeholders (review meeting, sprint review).
- Retrospective of the iteration to improve work and collaboration in the next iteration.

On the basis of these techniques, a simplified iterative agile process can be derived (Figure 1).
Figure 1: Simplified basic agile development cycle (according to [8])

Product requirements in terms of user stories are selected according to their prioritization in the backlog for implementation in the next increment (planning, sprint planning). During one cycle, the user stories remain stable resp. unchanged. They are designed, coded and tested (development). Every day, the team members report on their individual progress (daily stand-ups). The result of an iteration is demonstrated to the team (and beyond) and, if necessary, the working software is delivered to the customer (demo/review). Already during each iteration, the team should reflect on its work. Moreover there is a lessons-learned meeting at the end of each iteration to recognize improvements for the next run (retrospective). As one can see, this simplified agile process corresponds to the Plan-Do-Check-Act cycle (PDCA cycle) for continuous improvement according to Deming. [8].

To give a concrete example, the ISO has formulated its definition of Scrum according to this basic cycle: “Scrum (is an) iterative project management framework used in agile development, in which a team agrees on development items from a requirements backlog and produces them within a short duration of a few weeks.” (ISO 26515, [17]) The iteration, in Scrum called sprint, has a length of 2-4 weeks. In practice two-week sprints predominate in about 60% of the cases. The number of iterations per se is not limited, in practice the average is around seven iterations per project [27].

2.3 Core concepts of agile Requirements Engineering

Agile Requirements Engineering as self-contained task with dedicated activities doesn’t exist [24]. Thus, in a quite comprehensive list of agile practices of the “Agile Alliance” (a non-profit organization of agile supporters) there are only very few techniques directly related to Requirements Engineering. Most of the practices deal with issues of design, programming or testing of software, the focus lies clearly in implementation-related areas (Figure 2).

Practices somehow related to Requirements Engineering are “hidden” in the Product Management section like the use of Personas (kind of stakeholder/customer identification), user story related activities (like Story Mapping [22], Story splitting) and INVEST, an acronym for a list of agile quality criteria: independent, negotiable, valuable, estimable, small and testable (for short descriptions of these practices look e.g. [3]). Specific Requirements Engineering techniques, e.g. for the elicitation of requirements, are not included. This reflects to the self-understanding of the agile approaches. Demands and requests for new functionalities as potential items of the product backlog emerge at any time due to the intensive communication within the team and the feedback on the increments. Then these potential requirements have to be analyzed, but they do not represent a (larger) problem in their determination. And if there are, for example, demands for certain specification documents or formalized requirements models, then these tasks have to be accomplished. But such work takes place “outside” the agile development, from the agile point of view these are unnecessary activities.

To take Scrum as an example, the handling of requirements in Scrum is rather simple. All requirements, or statements, regardless of level of detail or type, are entered into the product backlog through the only input channel, the so-called product owner. He analyzes and ranks the entries according to their contribution to business value and at the start of each iteration the Scrum team (especially the developers) selects the items to be implemented next. In practice, these items mainly represent user stories which as such are the main form of communication and documenting requirements in agile development. The product owner has a clear vision for the future of the product and thus motivates all people involved. He is solely responsible for the value maximization of the product and the work of the development team. He is contact
3. AGILE SOFTWARE QFD

This section presents the core artefacts of Agile Software QFD.

3.1 User Stories from QFD perspective

An application of Software QFD in agile contexts has to handle user stories as main requirements representatives. In general, a user story refers to a product function that has a certain value for users or buyers of a software product. The focus is usually (but not always) on functionality, since software differentiates itself in most cases by its behavior. The value directly corresponds to a higher business value from the perspective of the development organization. There is a widely used and established standard template for the formulation of a user story:

“I as a (role) want (function) so that (business value).” [7, pp. 81]

Main advantages of the template are that both the relationship to the stakeholder as “requestor” of a function as well as the intended effect and benefit of the function are made explicit. Looking from a QFD perspective on this phrase lead to the central link of Software QFD with to the agile world. A user story can be restated as following:

“As a (stakeholder) I want (product function) to satisfy (customer need).”

Or even more abstractly: “As (WHO) I want (WHAT) to satisfy (WHY).”

Thus, the user story can be split explicitly into its three components, the “who”, “what” and “why” parts:

- “Who”: Who are the stakeholders? Who are the buyers and users?
- “What”: What do stakeholders want? What do buyers and users want?
- “Why”: Why do stakeholders want it? Why do buyers and users want it?

It is not only essential for an Agile Software QFD to be capable of handling user stories to be accepted in the agile world. Moreover with its central parts, especially the “why”-component and its link to the “what”-component, a user story represents a kind of strong or at least medium correlation in a QFD matrix.
But user stories only combine exactly one (!) need with exactly one (!) potential solution. Such 1:1-relationships between needs and solutions are anything but the normal case, because product features rarely have a singular effect on exactly one need, simply because functions can often be used in different contexts and by different users. Just as needs can have different solutions, functions or more general product requirements, can satisfy several needs (at least partially). The agile development abstracts from this fact. This corresponds to the situation in the matrix diagram on the left in Figure 3 with only 1:1-relationships in which each matrix cell represents a user story.

Figure 3: User stories vs. QFD prioritization matrix [24]

Even with only one further dependency on one other need, alternative solutions could be more promising and many-to-many prioritization matrices might be useful for further analysis (Figure 3, right side). Remarkable is, that simple symbolism and visualization are sufficient to achieve a prioritization of the functions in the backlog on the basis of the mostly only ordinal ranking scale used in agile contexts (indicated by the priorities triangle in Figure 3, right side). If the needs are placed in a simple ranking according to their business value, all the effects listed in the upper lines are to be judged higher than the lower ones. The focus is on the strong and medium impacts; weak effects, as also used in classical prioritization matrices, are omitted as they do not help in the differentiation of the solutions. With its multiple effects on several needs one could even say that each column of the prioritization matrix represents an “extended user story”, not only focusing on one relation of a solution to one need but on many relations to many needs.

3.2 Incrementally growing prioritization matrices
The elaborations in the previous section 3.1 indicate a first potential benefit of using Software QFD within agile development due to discovering alternative and even better solutions for customer needs than simply relying on 1:1-relationships represented in user stories. But prioritization matrices in their standard form are often time-consuming and even boring to build due to the many possible correlations. This problem of the tedious and uninspiring nature of the matrix (and even of QFD as a whole) has to be tackled. One way is to let the matrix grow incrementally instead of trying to build it as a whole. Starting off, the matrices are already pre-filled on the diagonal by the elements of the known user stories (and possible further dependencies). Secondly, the matrices stay rather small because they aim “only” on deciding the functions to be implemented in the next iteration. Easy done ranking of the needs with respect to their business value is in most cases sufficient to determine these functions. By letting the matrix grow row-by-row from a base of the most important needs in the top left corner one comes up with potential new solutions to the right and even possibly new needs (important!) downwards. Figure 4 illustrates this growing schematically.

Figure 4: Incremental growing prioritization matrix on the basis of known user stories [24]
Starting with three stories (1) the analysis progresses row by row, i.e. need by need. The central question is how the need can be satisfied, or whether there is, among the existing solutions, one that contributes to its fulfillment, too. Thus, in (2), solution 3 becomes more important. Going on (3), the analysis of need 2 reveals a new solution 4, but also a “new” need 4, so that now solution 2 is dominated by the new solution 4. With the analysis of need 3 (4), a new solution 5 is added, which now dominates solution 3. In the last step (5), solution 2 appears as an alternative to solution 4 again (just as solution 3 remains an alternative to solution 5). If matrix (5) in Figure 4 would be the final result, the backlog order would be solution 1 before 4 before 5. And the analysis comes up with (additional) information that there are two alternative solutions, 2 and 3, which are either not realized at all, since they have less positive effects on the business value than 4 and 5. Or they can be used as alternatives, e.g. if there are greater risks or higher efforts accompanied by implementing solutions 4 and 5.

This row-by-row approach for incrementally growing the matrix can even be used to determine possible backlog items along the most important needs without direct reference to known user stories (Figure 5).

![Figure 5: Diagonal incremental growing prioritization matrix [24]](image)

Starting with the most important need 1 (1), the solutions with the strongest impacts on the fulfillment of need 1 are determined and, if appropriate, those with a medium effect. With step (2), solution 2 gains an advantage over solution 1 since it also acts on need 2. With step (3), solution 5 becomes most important according to business value because of the strong effect on two needs. Step (4) clarifies that solution 3 will be ranked third in the backlog as a result of its strong impact on need 4. There are, however, a number of alternatives for setting up a backlog order (at the bottom right in Figure 5).

The matrix in Figure 5 grows through the line-wise approach of finding solutions for needs only below the diagonal. One further benefit is that one can stop the matrix creation after each step since the most important needs always are considered adequately (i.e. there are strong effects). This fact is very important especially in agile contexts with often tight schedules and limited resources. Thus, the incrementally growing prioritization matrix introduced in this section reduces the “fear of the boring matrix tool”.

### 3.3 Priority Map as product backlog

A prioritization matrix enhanced with further assessments of risks, dependencies and so on is called House of Quality (HoQ) in QFD [e.g. 6]. Of course, the House of Quality is only one part of QFD. But it is for sure the most famous one. And – as the critical analysis of Software QFD literature showed – there are even around 40% of the Software QFD applications that focus solely on the HoQ, moreover almost 90% out of them describe a case study [14]. Considering agile contexts, the focus on user stories and their ordering/ranking according to their contribution to business value as a basis for being selected for implementation during next sprint, it is even possible to visualize the product backlog “only” by a HoQ.

This “extended” HoQ acts like a compact Priority Map in guiding the agile development. The solution space consists of all possible kinds of requirements, esp. product functions and quality characteristics. Their positive as well as negative dependencies can be documented in the roof. As mentioned in section 3.1, a matrix column can be understood as an “extended user story” because it shows all the effects a product requirement has on the needs. A line shows all the solutions characteristics which have an effect on a particular need, especially possible alternative designs characterized by several strong impacts. The evaluations of the solutions can be noted at the bottom of the matrix and the product requirements to be implemented in the next increment can be selected on the basis of all evaluations including the dependencies. Similar to the so-called outcomes of the agile technique Story Mapping [22], an aggregated and motivating target can be derived from the strong effects of the selected product requirements. By focusing on the prioritization...
aspects, the extended HoQ, very similar to the “story map as a product backlog” [21], can also be referred to as “Priority Map as the Product Backlog” (Figure 6, left side).

Figure 6: Priority Map – Extended House of Quality representing the Agile Product Backlog [24]

The Priority Map visualizes very compactly and tightly arranged all possible aspects to be taken into account when analyzing and refining the product backlog. In meetings, especially planning and so-called grooming meetings in an agile development cycle (see also next section 3.4), it could be of use to keep the matrix contents in the background to avoid misleading discussions. The Priority Map is then only consulted for deeper argumentation. In such cases it is advisable to divide the Priority Map into its four essential components to remove some complexity from its representation and visualization (Figure 6, right side).

3.4 Iteration cycle of Agile Software QFD

Using QFD techniques in agile contexts is – when making some adjustments – possible and worthwhile as the previous sections showed. But decisive for their application is their integration within the agile iteration cycle. The QFD’s main activities of elicitation, agreeing upon and implementing requirements [18, 24] are well reflected in it (Figure 7).

Figure 7: Schematic embedding of the QFD main activities into the iteration cycle of agile development [24]

Thus, in each iteration there is a refinement of the backlog (grooming meetings) in the sense of requirements elicitation. Based on the results of these meetings the team members have to agree upon the requirements to be implemented next in a first planning meeting. Finally, the implementation of the selected requirements start with a second planning meeting.
The so-called “3Cs” of the User Stories help associating QFD main activities with these agile process steps: “Card” represents the elicitation and description of user stories; “Conversation” stands for the discussion and cooperation between the stakeholders to clarify the user stories; and “Confirmation” is about detailing the users stories and transforming them into defined development tasks (sprint tasks) [7, 22]. Figure 7 shows these relationships schematically. Figure 8 concretizes this general connection between QFD and agile development activities in a certain iteration resp. sprint of Scrum.

In Agile Software QFD the first planning meeting should take place with external stakeholders, especially customers to clarify details and to achieve an agreement and commitment on the next iterations doings among all participants. This stands in sharp contrast to the usual practice within e.g. Scrum where the stakeholders are only “informed” at the end of day 1 of the sprint (this behavior is in line with the product owner being solely responsible for the product backlog, cf. section 2.3). At the end of planning meeting I, a sprint target (cf. section 3.3) has to be determined serving as joint commitment of the development team to the work of the next sprint.

The second planning session on the same day is executed very similar as in “normal” agile development. It results in a selection of product requirements to be implemented. This means that the Priority Map is reduced to a so-called “Sprint Map” consisting only of the needs and solutions (or more precise the “extended user stories”) to be tackled in the next sprint. As a consequence, the priority map to look at in further iterations is reduced with each sprint: the needs which have been fully-satisfied are deleted as well as the solutions that have been already implemented in the product (see also step (8) in Figure 9 below).

The so-called first grooming meeting is about the further refinement of the backlog with the external stakeholders (mainly customers and users). In the second and third grooming meetings, estimates and assessments are updated and, above all, new solutions are sought to satisfy new stakeholder needs identified in Grooming I. In order to consider the feedback on the working products performance directly in the next iteration a mini-grooming is introduced (in contrast to usual agile practice) immediately after the review meeting and before the start of the next cycle. The daily status meetings as well as the retrospective meeting on the experiences with the past iteration remain unchanged as in usual Scrum practice.

The cyclic and interdependent sequence of Agile Software QFD can thus be summarized in a graphical way as shown in Figure 9. It starts of (1) with the collection and elicitation of user stories together with the stakeholders. After (2) splitting the user stories analytically into customer needs and product requirements the assessment of the needs (3) by the stakeholders according to the business value takes place. Next (4) alternative solutions and possible synergies to meet the needs are identified. The (5) connection of the needs and requirements is taking place in an incrementally growing prioritization matrix. (6) Further evaluation of the requirements and their representation as extended user stories is done within the Priority Map. To reach the aligned Sprint target extended user stories are selected (7) in the Sprint Map for realization in the next increment. The Priority Map is finally reduced (8) on the basis of the realized and fully fulfilled needs.
To summarize, the essential techniques of Agile Software QFD are the following (for more detail, especially on the techniques not mentioned in this paper see [24]):

- Use of (extended) user Stories from their collection in Grooming Meeting I to their selection in the planning meeting I.
- Splitting the user stories into stakeholder needs and product requirements (in particular by means of the questions about “why” and “what for” a solution is required).
- (Simple) prioritization of the needs by the stakeholder by means of rank group formation or ranking.
- Linking stakeholder needs and product requirements by...
  - incrementally growing prioritization matrices.
  - relation diagrams in the sense of the maximum value table (see also [20]).
- Assessment of product requirements regarding possible dependencies, costs, effort, difficulty, risks of implementation, and other criteria like the penalty of not fulfilling a requirement
- Priority Map for the compact presentation of the priorities of the stakeholder needs, the prioritization matrix itself as well as the evaluations of the product requirements and their dependencies amongst each other
- Sprint Map with the visualization of product requirements selected for the next increment and stakeholder needs to be met (balanced with the Sprint target).
4. EVALUATION OF AGILE SOFTWARE QFD

In this section Agile Software QFD is compared against common agile Requirements Engineering as well as existing Software QFD practice. Overall, the values and principles of the Agile Manifesto remain the basis of any agile development practice. “All agile teams choose among software development practices, but, if they want to be agile, they should choose practices that are in line with the principles.” [34, pp. 73] Therefore, the design of Agile Software QFD should not be in contradiction with the agile principles, or even better, Agile Software QFD should proactive fulfill them. For this reason the agile principles form the basis for the evaluation of the proposed Agile Software QFD techniques and methodology features. Moreover, Agile Software QFD must be able to take on tasks arising from the handling of requirements in agile development practice so that it fits smoothly within agile frameworks like Scrum. Therefore, the widespread techniques in dealing with requirements in agile development practice are sources of requirements for the design of the Agile Software QFD as well as sources for potential evaluation criteria. For a detailed description and analysis of these criteria as well as the evaluation itself see [24]. In the following only the main differences and main findings are highlighted.

4.1 Comparison with Software QFD practice

Table 3 gives an overview regarding the main advantages and disadvantages comparing Agile Software QFD with other Software QFD models. To distinguish the approaches we used the classification of Software QFD models from [13]. This means, we compared Agile Software QFD to traditional and (more or less) comprehensive Software QFD models merely adapting the classical way of doing QFD in manufacturing (e.g. [1]) to software development (like e.g. [29, 35]); to more specific Software QFD models focusing on the Requirements Engineering and product planning phase of software development aiming at an agreement on product requirements to be implemented (like e.g. PriFo-QFD [11] or Blitz/Modern QFD [20]); and to Software QFD models which try to apply QFD in an iterative way to consider explicitly the dynamics resulting from changing needs and/or solutions (like e.g. Watanabe’s twin peaks approach [32, 33] and Continuous QFD (CQFD, 10, 11, 12)).

<table>
<thead>
<tr>
<th>Agile Software QFD</th>
<th>Agile Software QFD vs. Software QFD models</th>
<th>Dynamic (like CQFD)</th>
<th>Focused (like PriFo-QFD)</th>
<th>Traditional comprehensive</th>
</tr>
</thead>
<tbody>
<tr>
<td>+/+ +</td>
<td>A1: Focus on the business value of the requirements</td>
<td>+/+ ++</td>
<td>++ +</td>
<td>+</td>
</tr>
<tr>
<td>+</td>
<td>A2: Support procedure in short, regular iterations</td>
<td>O / +</td>
<td>-</td>
<td>--</td>
</tr>
<tr>
<td>+</td>
<td>A3: Artefacts can be detailed and can grow incrementally</td>
<td>O / +</td>
<td>O</td>
<td>--</td>
</tr>
<tr>
<td>+</td>
<td>A4: Get Feedback to RE-Artefacts</td>
<td>+</td>
<td>O</td>
<td>-</td>
</tr>
<tr>
<td>++</td>
<td>A5: Could make changes to RE-Artefacts fast and easy</td>
<td>O / +</td>
<td>O</td>
<td>--</td>
</tr>
<tr>
<td>++</td>
<td>A6: Support cooperation of customers and developers</td>
<td>++</td>
<td>++</td>
<td>+</td>
</tr>
<tr>
<td>O / +</td>
<td>A7: Provide sustained motivating procedure of work</td>
<td>O</td>
<td>O</td>
<td>--</td>
</tr>
<tr>
<td>+/+ +</td>
<td>A8: Deliver authentic and credible procedure and results</td>
<td>+</td>
<td>++</td>
<td>+</td>
</tr>
<tr>
<td>++</td>
<td>A9: Support of direct personal communication</td>
<td>++</td>
<td>+</td>
<td>+</td>
</tr>
<tr>
<td>+/+ +</td>
<td>A10: Consider quality requirements and design constraints</td>
<td>+/+ ++</td>
<td>+</td>
<td>++</td>
</tr>
<tr>
<td>++</td>
<td>A11: Focus on the essential doings</td>
<td>++</td>
<td>++</td>
<td>O</td>
</tr>
<tr>
<td>O / +</td>
<td>A12: Facilitate self-organization in teams</td>
<td>O</td>
<td>-/O</td>
<td>-</td>
</tr>
<tr>
<td>++</td>
<td>A13: Support the commitment to common goals</td>
<td>+/+ ++</td>
<td>++/+</td>
<td>O</td>
</tr>
</tbody>
</table>

Compared to typical dynamic Software QFD models like CQFD, Agile Software QFD stands on the same level regarding six criteria and dominates with respect to the remaining seven aspects. This is not surprising because Agile Software QFD represents obviously an evolutionary further development of these dynamic models, they both share the same motivation of corresponding to the ever faster changing and innovative business world. Agile Software QFD outperforms former dynamic models at criteria A2, A3 and A5 regarding an iterative, incremental procedure with the possibility to incorporate changes and feedback fast and easy. This results from the now improved embedding into an iterative development process (section 3.4) and the concretization of the incrementally growing prioritization matrix (section 3.2). In conjunction with the lesser need for moderation in Agile Software QFD, the ability to build the Priority Map in components separately (section 3.3), the incremental approach of Agile Software QFD also leads to progress with regard...
to A7 and A12, supporting a sustained motivation and self-organization. Commitment (A13) benefits from the first planning meeting with possibly all stakeholders and the well-founded derivation of the Sprint target on the basis of the stakeholder needs addressed in an increment. Similarly, the assessment of the higher authenticity and credibility (A8) of the procedure and the outcomes are based on the firmly established embedding of both customer and developer grooming meetings (section 3.4) into the iteration cycle.

The difference regarding the fulfillment of the criteria is overall and on average higher when comparing Agile Software QFD to focused or even classical approaches of Software QFD [cf. Schockert for more details]. Overall, the comparison shows that Agile Software QFD doesn’t deny or has lost its QFD identity. Agile software QFD is a contribution to the dynamic software QFD models. It represents an evolutionary further development with focus on the smooth and better integration in the short agile development cycles taking into account the agile principles and current practices.

4.2 Comparison with agile Requirements Engineering practice

Table 4 gives an overview regarding the main advantages and disadvantages comparing Agile Software QFD with common agile Requirements Engineering practice. As there is no ONE well-defined “Agile RE”, the comparison is based on widespread agile practices with greater relevance for the handling of requirements (cf. [24] in detail and section 2.3 for an overview).

Table 4: Comparison of Agile Software QFD with Agile RE practice (according to [24])

<table>
<thead>
<tr>
<th>Agile Software QFD</th>
<th>Agile Software QFD vs. Agile RE practice</th>
<th>Agile RE practice</th>
</tr>
</thead>
<tbody>
<tr>
<td>+ // ++</td>
<td>A1: Focus on the business value of the requirements</td>
<td>O</td>
</tr>
<tr>
<td>++</td>
<td>A6: Support cooperation of customers and developers</td>
<td>O / +</td>
</tr>
<tr>
<td>O / +</td>
<td>A7: Provide sustained motivating procedure of work</td>
<td>+</td>
</tr>
<tr>
<td>+ // ++</td>
<td>A8: Deliver authentic and credible procedure and results</td>
<td>O / +</td>
</tr>
<tr>
<td>+ // ++</td>
<td>A10: Consider quality requirements and design constraints</td>
<td>O / +</td>
</tr>
<tr>
<td>O / +</td>
<td>A12: Facilitate self-organization in teams</td>
<td>+ / ++</td>
</tr>
<tr>
<td>+</td>
<td>A14: Well-defined and clear ranking of the backlog according to business value</td>
<td>O</td>
</tr>
<tr>
<td>+</td>
<td>A17: Show dependencies of backlog items</td>
<td>O</td>
</tr>
<tr>
<td>++</td>
<td>A20: Consider problem space (needs) as well as solution space (requirements)</td>
<td>O</td>
</tr>
<tr>
<td>++</td>
<td>A21: Link problem space (needs) and solution space (requirements) explicitly</td>
<td>O</td>
</tr>
<tr>
<td>O</td>
<td>A26: Transforming the requirements of the backlog into sprint tasks</td>
<td>O / +</td>
</tr>
<tr>
<td>O</td>
<td>A27: Monitoring the implementation of sprint tasks</td>
<td>+</td>
</tr>
</tbody>
</table>

Obviously, the consequent and ongoing focus on the product requirements with highest business value to be implemented based on the satisfaction of the most important stakeholder needs (A1, A14) is an outstanding advantage of Agile Software QFD. Agile RE practice claims the same but doesn’t act consequently in this matter due to only looking at the 1:1 relationships of needs and solutions in user stories. The systematic search for alternative and better solutions in Agile Software QFD by first splitting the user stories and then linking needs and solutions again support strongly the consideration of problem and solution space (A20, A21; agile practice improves in A20 when applying Story Mapping [22]). Instead of (almost) “encapsulating” the developers from the customers by a sole contact person like the product owner in Scrum, Agile Software QFD emphasizes close cooperation of all stakeholders, especially customers and users (A6). Altogether the transparent and comprehensible procedure of Agile Software QFD leads to more authentic and credible results (A8). But also potential drawbacks have to be mentioned. They are caused by some more (possibly demotivating) rules in Agile Software QFD which lead to limitations in the support of self-unfolding and self-organization (A7, A12). Besides, the derivation of concrete sprint tasks and their monitoring during an iteration are better supported by the more implementation-related agile practices (A26, A27).

Summing up, Agile Software QFD fills a gap in the agile world. It is the expression of a truly business value oriented, agile requirements engineering embedding QFD in an iterative and incremental development process. It is not about merely administration and documentation of requirements. Nor is it about identifying and implementing some user stories. It is about true design-engineering of requirements and systematic discovering of new and alternative solutions to problems in the business world.
5. CONCLUSIONS

This paper introduced Agile Software QFD as the adaptation of Software QFD with regard to its application within agile software development. The comprehensive and detailed analysis, derivation, description and evaluation of Agile Software QFD can be found in [24]. This paper focused on an overview especially of the methodological features of Agile Software QFD.

The proposal for Agile Software QFD is based on 27 design requirements on agile Requirements Engineering. They are derived from the principles and values of agile software development, the handling of requirements in agile development models and empirical sources of agile Requirements Engineering. These design requirements also form the basis for the evaluation of the proposed techniques of Agile Software QFD. The proposal for Agile Software QFD is characterized by its embedding in the agile iteration cycle and distinct methodological features such as the incrementally growing prioritization matrix and the priority map.

Evaluated against the derived criteria and compared to the most widespread techniques of agile Requirements Engineering, Agile Software QFD can provide additional value to agile development: focus on the most important stakeholder needs; search for alternative and better solutions; and close cooperation with customers/users. Agile Software QFD thus embodies the design-engineering part of Requirements Engineering in an agile software development. It is the expression of a truly business value oriented, agile requirements engineering. Similarly, Software QFD benefits from the methodological innovations as well as from the embedding in an iterative development process, which itself becomes more and more the standard procedure for developing products, not only software.

In future, further empirical validation of Agile Software QFD is needed. The proposal regards itself not as the end of an evolution. It is rather a new start which in future should lead to further enhancements by e.g. innovation methods like Design Thinking [23] (e.g. to incorporate feedback in Grooming Meeting I) or more mathematical foundation of the prioritization and correlation values together with more extensive control of the development activities on the basis of precise calculations [9]. Agile work is often combined with strong visualization activities in meetings and daily work but even more comprehensive IT support could be a future option, especially in distributed environments. One objective should be to identify simple, manageable instructions as “generative rules” to guide agile teams. These rules should not have the character of a “cookbook” or step-by-step instructions, but should rather provide a framework with enough freedom for flexibility and creativity in their application. Just in the sense of self-responsible, self-organizing, and agile acting and also the maxim of the founder of QFD, Yoji Akao, “copy the spirit, not the form.”
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